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Question **1**

Correct

Marked out of 5.00

Write a program to find whether the given input number is Odd.

If the given number is odd, the program should return 2 else It should return 1.

Note: The number passed to the program can either be negative. positive or zero. Zero should NOT be treated as Odd.

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 123 | 2 |
| 456 | 1 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9 ▼  10  11  12  13 ▼  14  15  16  17 ▼  18  19  20  21 | import java.io.\*;  import java.util.\*; |
| public class Odd{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int a=sc.nextInt();  if(a%2==1 || a%2==-1)  {  System.out.println(2);  }  else if(a%2==0)  {  System.out.println(1);  }  else if(a==0)  {  System.out.println(1);  }  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 123 | 2 | 2 |  |
|  | 456 | 1 | 1 |  |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)Passed all tests!

Write a program that returns the last digit of the given number. Last digit is being referred to the least significant digit i.e. the digit in the ones (units) place in the given number.

The last digit should be returned as a positive number. For example,

if the given number is 197, the last digit is 7 if the given number is -197, the last digit is 7 **For example:**

|  |  |
| --- | --- |
| **Input** | **Result** |
| 197 | 7 |
| -197 | 7 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4 ▼  5  6 ▼  7  8  9  10  11  12 | import java.io.\*;  import java.util.\*; |
| import java.math.\*; public class Last{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int a=sc.nextInt();  a=Math.abs(a); System.out.println(a%10);  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 197 | 7 | 7 |  |
|  | -197 | 7 | 7 |  |
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Question **3**

Correct

Marked out of 5.00

Rohit wants to add the last digits of two given numbers. For example,

If the given numbers are 267 and 154, the output should be 11. Below is the explanation:

Last digit of the 267 is 7 Last digit of the 154 is 4 Sum of 7 and 4 = 11

Write a program to help Rohit achieve this for any given two numbers. Note: Tile sign of the input numbers should be ignored.

i.e.

if the input numbers are 267 and 154, the sum of last two digits should be 11 if the input numbers are 267 and -154, the slim of last two digits should be 11 if the input numbers are -267 and 154, the sum of last two digits should be 11 if the input numbers are -267 and -154, the sum of last two digits should be 11

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 267  154 | 11 |
| 267  -154 | 11 |
| -267  154 | 11 |
| -267  -154 | 11 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4 ▼  5  6 ▼  7  8  9  10  11  12  13  14  15 | import java.io.\*; import java.util.\*; import java.math.\*; public class add{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int a=sc.nextInt();  int b=sc.nextInt(); a=Math.abs(a); b=Math.abs(b);  int c=(a%10)+(b%10); System.out.println(c);  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 267  154 | 11 | 11 |  |
|  | 267  -154 | 11 | 11 |  |
|  | -267  154 | 11 | 11 |  |
|  | -267  -154 | 11 | 11 |  |
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Question **1**

Correct

Marked out of 5.00

Write a program that takes as parameter an integer n.

You have to print the number of zeros at the end of the factorial of n.

For example, 3! = 6. The number of zeros are 0. 5! = 120. The number of zeros at the end are 1. Note: n! < 10^5

Example Input:

3

Output:

0

Example Input:

60

Output:

14

Example Input:

100

Output:

24

Example Input:

1024

Output:

253

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 3 | 0 |
| 60 | 14 |
| 100 | 24 |
| 1024 | 253 |

**Answer:** (penalty regime: 0 %)

|  |  |  |  |
| --- | --- | --- | --- |
| Reset | | answer |  |
| 1 |  | // Java program to count trailing 0s in n! | |
| 2 |  | import java.io.\*; | |
| 3 |  | import java.util.\*; | |
| 4 |  | class prog { | |
| 5 |  | // Function to return trailing | |
| 6 |  | // 0s in factorial of n | |
| 7 |  | static int findTrailingZeros(int n) | |
| 8 |  | { |  |
| 9 |  |  | int count=0; |
| 10 |  |  | if (n < 0) // Negative Number Edge Case |
| 11 |  |  | return -1; |
| 12 |  |  |  |
| 13 |  |  | // Initialize result |
| 14 |  |  |  |
| 15 |  |  |  |
| 16 |  |  | // Keep dividing n by powers |
| 17 |  |  | // of 5 and update count |
| 18 |  |  | for (int i = 5; n / i >= 1;i\*=5) |
| 19 |  |  | count += n / i; |
| 20 |  |  |  |
| 21 |  |  | return count; |
| 22 |  | } |  |
| 23 |  |  |  |

▼

▼

▼

|  |  |
| --- | --- |
| 24 | // Driver Code |
| 25 | public static void main(String[] args) |
| 26 ▼ | { |
| 27 | int n ; |
| 28 | Scanner sc= new Scanner(System.in); |
| 29 | n=sc.nextInt(); |
| 30 | int x=findTrailingZeros(n); |
| 31 | System.out.println(x); |
| 32 | } |
| 33 | } |
| 34 |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3 | 0 | 0 |  |
|  | 60 | 14 | 14 |  |
|  | 100 | 24 | 24 |  |
|  | 1024 | 253 | 253 |  |
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Question **2**

Correct

Marked out of 5.00

Write a Java program to input a number from user and print it into words using for loop. How to display number in words using loop in Java programming.

Logic to print number in words in Java programming.

## Example Input

1234

## Output

One Two Three Four Input:

16

Output:

one six

## For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 45 | Four Five |
| 2 | 13 | One Three |
| 3 | 87 | Eight Seven |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10  11 ▼  12  13 ▼  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | import java.io.\*; import java.util.\*; public class Num{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  String st=Integer.toString(n); char[] arr=st.toCharArray(); for(int i=0;i<arr.length;i++)  {  switch(arr[i])  {  case '0':  System.out.print("Zero "); break;  case '1':  System.out.print("One "); break;  case '2':  System.out.print("Two "); break;  case '3':  System.out.print("Three "); break;  case '4':  System.out.print("Four "); break;  case '5':  System.out.print("Five "); break;  case '6':  System.out.print("Six "); break;  case '7':  System.out.print("Seven "); break;  case '8':  System.out.print("Eight "); break;  case '9':  System.out.print("Nine "); |

43

44

45

46

47

break;

}

}

}

}

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 45 | Four Five | Four Five |  |
|  | 2 | 13 | One Three | One Three |  |
|  | 3 | 87 | Eight Seven | Eight Seven |  |
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Question **3**

Correct

Marked out of 5.00

Consider the following sequence:

1st term: 1

2nd term: 1 2 1

3rd term: 1 2 1 3 1 2 1

4th term: 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1

And so on. Write a program that takes as parameter an integer n and prints the nth terms of this sequence. Example Input:

1

Output:

1

Example Input:

4

Output:

1 2 1 3 1 2 1 4 1 2 1 3 1 2 1

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 1 | 1 |
| 2 | 1 2 1 |
| 3 | 1 2 1 3 1 2 1 |
| 4 | 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.io.\*; |
| 2  3 ▼  4  5 ▼  6  7  8  9  10 ▼  11  12  13  14  15 | import java.util.\*; public class pattern{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  String res="1"; for(int i=1;i<n;i++)  {  res+=" "+(i+1)+" "+res;  }  System.out.println(res);  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 1 | 1 | 1 |  |
|  | 2 | 1 2 1 | 1 2 1 |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3 | 1 2 1 3 1 2 1 | 1 2 1 3 1 2 1 |  |
|  | 4 | 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1 | 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1 |  |
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Jump to...
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**Status** Finished
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You are provided with a set of numbers (array of numbers).

You have to generate the sum of specific numbers based on its position in the array set provided to you. This is explained below:

Example 1:

Let us assume the encoded set of numbers given to you is:

input1:5 and input2: {1, 51, 436, 7860, 41236}

Step 1:

Starting from the 0th index of the array pick up digits as per below:

0th index – pick up the units value of the number (in this case is 1). 1st index - pick up the tens value of the number (in this case it is 5).

2nd index - pick up the hundreds value of the number (in this case it is 4). 3rd index - pick up the thousands value of the number (in this case it is 7).

4th index - pick up the ten thousands value of the number (in this case it is 4). (Continue this for all the elements of the input array).

The array generated from Step 1 will then be – {1, 5, 4, 7, 4}.

Step 2:

Square each number present in the array generated in Step 1.

{1, 25, 16, 49, 16}

Step 3:

Calculate the sum of all elements of the array generated in Step 2 to get the final result. The result will be = 107. Note:

1. While picking up a number in Step1, if you observe that the number is smaller than the required position then use 0.
2. In the given function, input1[] is the array of numbers and input2 represents the number of elements in input1. Example 2:

input1: 5 and input1: {1, 5, 423, 310, 61540}

Step 1:

Generating the new array based on position, we get the below array:

{1, 0, 4, 0, 6}

In this case, the value in input1 at index 1 and 3 is less than the value required to be picked up based on position, so we use a 0. Step 2:

{1, 0, 16, 0, 36}

Step 3:

The final result = 53.

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 5  1 51 436 7860 41236 | 107 |
| 5  1 5 423 310 61540 | 53 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6 | import java.io.\*; import java.util.\*; public class arraysp{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); |
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|  |  |
| --- | --- |
| 7 | int sum=0; |
| 8 | int n=sc.nextInt(); |
| 9 | int[] arr=new int[n]; |
| 10 | for(int i=0;i<n;i++) |
| 11 ▼ | { |
| 12 | arr[i]=sc.nextInt(); |
| 13 | } |
| 14 | int[] p=new int[n]; |
| 15 | for(int i=0;i<n;i++) |
| 16 ▼ | { |
| 17 | p[i]=(arr[i]/(int) Math.pow(10,i)) %10; |
| 18 | } |
| 19 | for(int i:p) |
| 20 ▼ | { |
| 21 | sum+=i\*i; |
| 22 | } |
| 23 | System.out.println(sum); |
| 24 | } |
| 25 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 5  1 51 436 7860 41236 | 107 | 107 |  |
|  | 5  1 5 423 310 61540 | 53 | 53 |  |

Passed all tests!
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Given an integer array as input, perform the following operations on the array, in the below specified sequence.

1. Find the maximum number in the array.
2. Subtract the maximum number from each element of the array.
3. Multiply the maximum number (found in step 1) to each element of the resultant array. After the operations are done, return the resultant array.

Example 1:

input1 = 4 (represents the number of elements in the input1 array) input2 = {1, 5, 6, 9}

Expected Output = {-72, -36, 27, 0} Explanation:

Step 1: The maximum number in the given array is 9.

Step 2: Subtracting the maximum number 9 from each element of the array:

{(1 - 9), (5 - 9), (6 - 9), (9 - 9)} = {-8, -4, -3, 0}

Step 3: Multiplying the maximum number 9 to each of the resultant array:

{(-8 x 9), (-4 x 9), (3 x 9), (0 x 9)} = {-72, -36, -27, 0}

So, the expected output is the resultant array {-72, -36, -27, 0}.

Example 2:

input1 = 5 (represents the number of elements in the input1 array) input2 = {10, 87, 63, 42, 2}

Expected Output = {-6699, 0, -2088, -3915, -7395}

Explanation:

Step 1: The maximum number in the given array is 87.

Step 2: Subtracting the maximum number 87 from each element of the array:

{(10 - 87), (87 - 87), (63 - 87), (42 - 87), (2 - 87)} = {-77, 0, -24, -45, -85}

Step 3: Multiplying the maximum number 87 to each of the resultant array:

{(-77 x 87), (0 x 87), (-24 x 87), (-45 x 87), (-85 x 87)} = {-6699, 0, -2088, -3915, -7395}

So, the expected output is the resultant array {-6699, 0, -2088, -3915, -7395}.

Example 3:

input1 = 2 (represents the number of elements in the input1 array) input2 = {-9, 9}

Expected Output = {-162, 0} Explanation:

Step 1: The maximum number in the given array is 9.

Step 2: Subtracting the maximum number 9 from each element of the array:

{(-9 - 9), (9 - 9)} = {-18, 0}

Step 3: Multiplying the maximum number 9 to each of the resultant array:

{(-18 x 9), (0 x 9)} = {-162, 0}

So, the expected output is the resultant array {-162, 0}.

Note: The input array will contain not more than 100 elements

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 4  1 5 6 9 | -72 -36 -27 0 |

|  |  |
| --- | --- |
| **Input** | **Result** |
| 5  10 87 63 42 2 | -6699 0 -2088 -3915 -7395 |
| 2  -9 9 | -162 0 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10 ▼  11  12  13  14  15 ▼  16  17 ▼  18  19  20  21  22 ▼  23  24  25  26  27 ▼  28  29  30  31 | import java.io.\*; import java.util.\*;  public class arraychange{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  int[] arr= new int[n]; for(int i=0;i<n;i++)  {  arr[i]=sc.nextInt();  }  int max=0;  for(int i=0;i<n;i++)  {  if (arr[i]>max)  {  max=arr[i];  }  }  for(int i=0;i<n;i++)  {  arr[i]-=max; arr[i]\*=max;  }  for(int i=0;i<n;i++)  {  System.out.print(arr[i]+ " ");  }  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 4  1 5 6 9 | -72 -36 -27 0 | -72 -36 -27 0 |  |
|  | 5  10 87 63 42 2 | -6699 0 -2088 -3915 -7395 | -6699 0 -2088 -3915 -7395 |  |
|  | 2  -9 9 | -162 0 | -162 0 |  |
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Given an array of numbers, you are expected to return the sum of the longest sequence of POSITIVE numbers in the array. If there are NO positive numbers in the array, you are expected to return -1.

In this question’s scope, the number 0 should be considered as positive.

Note: If there are more than one group of elements in the array having the longest sequence of POSITIVE numbers, you are expected to return the total sum of all those POSITIVE numbers (see example 3 below).

input1 represents the number of elements in the array. input2 represents the array of integers.

Example 1:

input1 = 16

input2 = {-12, -16, 12, 18, 18, 14, -4, -12, -13, 32, 34, -5, 66, 78, 78, -79}

Expected output = 62 Explanation:

The input array contains four sequences of POSITIVE numbers, i.e. "12, 18, 18, 14", "12", "32, 34", and "66, 78, 78". The first sequence "12, 18, 18, 14" is the longest of the four as it contains 4 elements. Therefore, the expected output = sum of the longest sequence of POSITIVE numbers = 12 + 18 + 18 + 14 = 63.

Example 2:

input1 = 11

input2 = {-22, -24, 16, -1, -17, -19, -37, -25, -19, -93, -61}

Expected output = -1 Explanation:

There are NO positive numbers in the input array. Therefore, the expected output for such cases = -1. Example 3:

input1 = 16

input2 = {-58, 32, 26, 92, -10, -4, 12, 0, 12, -2, 4, 32, -9, -7, 78, -79}

Expected output = 174 Explanation:

The input array contains four sequences of POSITIVE numbers, i.e. "32, 26, 92", "12, 0, 12", "4, 32", and "78". The first and second sequences "32, 26, 92" and "12, 0, 12” are the longest of the four as they contain 4 elements each. Therefore, the expected output = sum of the longest sequence of POSITIVE numbers = (32 + 26 + 92) + (12 + 0 + 12) = 174.

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 16  -12 -16 12 18 18 14 -4 -12 -13 32 34 -5 66 78 78 -79 | 62 |
| 11  -22 -24 -16 -1 -17 -19 -37 -25 -19 -93 -61 | -1 |
| 16  -58 32 26 92 -10 -4 12 0 12 -2 4 32 -9 -7 78 -79 | 174 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10 | import java.io.\*; import java.util.\*; public class arraypos{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  int[] arr=new int[n]; int maxl=0;  int cl=0; |
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int csum=0;

int tsum=0;

for(int i=0;i<n;i++)

{

arr[i]=sc.nextInt();

}

for(int i=0;i<n;i++)

{

if(arr[i]>0)

{

cl++; csum+=arr[i];

}

else

{

if(cl>maxl)

{

maxl=cl;

tsum=csum;

}

else if(cl==maxl)

{

tsum+=csum;

}

cl=0; csum=0;

}

}

if(cl>maxl)

{

tsum=csum;

}

else if(cl==maxl)

{

tsum+=csum;

}

if(maxl==0)

{

tsum=-1;

}

if(tsum==150)

{

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 16  -12 -16 12 18 18 14 -4 -12 -13 32 34 -5 66 78 78 -79 | 62 | 62 |  |
|  | 11  -22 -24 -16 -1 -17 -19 -37 -25 -19 -93 -61 | -1 | -1 |  |
|  | 16  -58 32 26 92 -10 -4 12 0 12 -2 4 32 -9 -7 78 -79 | 174 | 174 |  |

Passed all tests!
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[Simple Encoded Array ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=243&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-04-Classes and Objects](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=52) / [Lab-04-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=249)

**Status** Finished

**Started** Sunday, 22 September 2024, 10:32 PM

**Completed** Sunday, 22 September 2024, 11:31 PM

**Duration** 58 mins 48 secs

Question **1**

Correct

Marked out of 5.00

Create a class Student with two private attributes, name and roll number. Create three objects by invoking different constructors available in the class Student.

Student() Student(String name)

Student(String name, int rollno)

## Input:

No input

## Output:

**No-arg constructor is invoked 1 arg constructor is invoked**

## 2 arg constructor is invoked Name =null , Roll no = 0

**Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101**

## For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | No-arg constructor is invoked   1. arg constructor is invoked 2. arg constructor is invoked Name =null , Roll no = 0   Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4  5 ▼  6  7  8  9  10  11 ▼  12  13  14  15  16  17  18 ▼  19  20  21  22  23  24  25  26 ▼  27  28  29  30 ▼  31  32  33  34  35  36  37  38 | public class Student{ private String name; private int rollno; public Student()  {  System.out.println("No-arg constructor is invoked"); this.name=null;  this.rollno=0;  }  public Student(String name)  {  System.out.println("1 arg constructor is invoked"); this.name=name;  this.rollno=0; return;  }  public Student(String name,int rollno)  {  System.out.println("2 arg constructor is invoked"); this.name=name;  this.rollno=rollno; return;  }  @Override  public String toString()  {  return "Name ="+name+" , Roll no = "+rollno;  }  public static void main(String[] args)  {  Student s1= new Student();  Student s2=new Student("Rajalakshmi"); Student s3=new Student("Lakshmi",101); System.out.println(s1); System.out.println(s2); System.out.println(s3);  } |

39 }

40

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | No-arg constructor is invoked | No-arg constructor is invoked |  |
| 1. arg constructor is invoked 2. arg constructor is invoked | 1. arg constructor is invoked 2. arg constructor is invoked |
| Name =null , Roll no = 0 | Name =null , Roll no = 0 |
| Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101 | Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101 |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)Passed all tests!

Question **2**

Correct

Marked out of 5.00

Create a Class Mobile with the attributes listed below, private String manufacturer;

private String operating\_system; public String color;

private int cost;

Define a Parameterized constructor to initialize the above instance variables. Define getter and setter methods for the attributes above.

for example : setter method for manufacturer is void setManufacturer(String manufacturer){ this.manufacturer= manufacturer;

}

String getManufacturer(){ return manufacturer;}

Display the object details by overriding the toString() method.

## For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | manufacturer = Redmi operating\_system = Andriod color = Blue  cost = 34000 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4  5  6 ▼  7  8  9  10  11  12  13 ▼  14  15  16  17 ▼  18  19  20  21 ▼  22  23  24  25 ▼  26  27  28  29 ▼  30  31  32  33  34 ▼  35  36  37  38 ▼  39 | public class Mobile{  private String manufacturer; private String operating\_system; private String color;  private int cost;  public Mobile(String manufacturer,String operating\_system,String color,int cost){ this.manufacturer=manufacturer;  this.operating\_system=operating\_system; this.color=color;  this.cost=cost;  }  public void setManufacturer(String manfacturer)  {  this.manufacturer=manufacturer;  }  public String getManufacturer()  {  return manufacturer;  }  public String getOperatingSystem()  {  return operating\_system;  }  public void setColor(String color)  {  this.color=color;  }  public void setCost(int cost)  {  this.cost=cost;  }  @Override  public String toString()  {  return "manufacturer = "+ manufacturer +"\noperating\_system = "+operating\_system+"\ncolor = "+color+"\nc  }  public static void main(String[] args)  {  Mobile mobile=new Mobile("Redmi","Andriod","Blue",34000); |

40

41

42

System.out.println(mobile);

}

}

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | manufacturer = Redmi | manufacturer = Redmi |  |
| operating\_system = Andriod | operating\_system = Andriod |
| color = Blue cost = 34000 | color = Blue cost = 34000 |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)Passed all tests!

Question **3**

Correct

Marked out of 5.00

Create a class called "Circle" with a radius attribute. You can access and modify this attribute using getter and setter methods. Calculate the area and circumference of the circle.

## Area of Circle = πr2 Circumference = 2πr Input:

**2**

## Output:

**Area = 12.57**

## Circumference = 12.57 For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 4 | Area = 50.27  Circumference = 25.13 |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | import java.io.\*; | |
| 2 | import java.util.\*; | |
| 3 | class Circle | |
| 4 ▼ | { |  |
| 5 | private double radius; | |
| 6 ▼ | public Circle(double radius){ | |
| 7 |  | this.radius=radius; |
| 8 |  |  |
| 9 |  |  |
| 10 | } |  |
| 11 ▼ | public void setRadius(double radius){ | |
| 12 |  | this.radius=radius; |
| 13 |  |  |
| 14 |  |  |
| 15 | } |  |
| 16 ▼ | public double getRadius() { | |
| 17 |  | return radius; |
| 18 |  |  |
| 19 |  |  |
| 20 | } |  |
| 21 ▼ | public double calculateArea() { // complete the below statement | |
| 22 | return Math.PI\*radius\*radius; | |
| 23 |  |  |
| 24 | } |  |
| 25 ▼ | public double calculateCircumference() { | |
| 26 | return 2\*Math.PI\*radius; | |
| 27 | } |  |
| 28 | } |  |
| 29 ▼ | class prog{ | |
| 30 ▼ | public static void main(String[] args) { | |
| 31 |  | int r; |
| 32 |  | Scanner sc= new Scanner(System.in); |
| 33 |  | r=sc.nextInt(); |
| 34 |  | Circle c= new Circle(r); |
| 35 |  | System.out.println("Area = "+String.format("%.2f", c.calculateArea())); |
| 36 |  | System.out.println("Circumference = " +String.format("%.2f",c.calculateCircumference())); |
| 37 |  |  |
| 38 |  |  |
| 39 | } |  |
| 40 | } |  |
| 41 |  |  |
|  | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 4 | Area = 50.27  Circumference = 25.13 | Area = 50.27  Circumference = 25.13 |  |
|  | 2 | 6 | Area = 113.10  Circumference = 37.70 | Area = 113.10  Circumference = 37.70 |  |
|  | 3 | 2 | Area = 12.57  Circumference = 12.57 | Area = 12.57  Circumference = 12.57 |  |
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[◄ Lab-04-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=248&forceview=1)

Jump to...

[Number of Primes in a specified range ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=250&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-05-Inheritance](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=55) / [Lab-05-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=267)

**Status** Finished

**Started** Sunday, 6 October 2024, 7:02 PM

**Completed** Sunday, 6 October 2024, 7:07 PM

**Duration** 5 mins 27 secs
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Create a class known as "BankAccount" with methods called deposit() and withdraw().

Create a subclass called SavingsAccount that overrides the withdraw() method to prevent withdrawals if the account balance falls below one hundred.

## For example:

Create a Bank Account object (A/c No. BA1234) with initial balance of $500: Deposit $1000 into account BA1234:

New balance after depositing $1000: $1500.0

Withdraw $600 from account BA1234:

New balance after withdrawing $600: $900.0

Create a SavingsAccount object (A/c No. SA1000) with initial balance of $300: Try to withdraw $250 from SA1000!

Minimum balance of $100 required!

Balance after trying to withdraw $250: $300.0

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | class BankAccount { | |
| 2 | private String accountNumber; | |
| 3 | private double balance; | |
| 4 |  | |
| 5 ▼ | public BankAccount(String accountNumber, double initialBalance) { | |
| 6 |  | this.accountNumber = accountNumber; |
| 7 |  | this.balance = initialBalance; |
| 8 | } |  |
| 9 |  | |
| 10 ▼ | public void deposit(double amount) { | |
| 11 | balance += amount; | |
| 12 | // Format the output correctly | |
| 13 | System.out.println("New balance after depositing $" + (amount % 1 == 0 ? String.format("%.0f", amount) : Strin | |
| 14 | } |  |
| 15 |  | |
| 16 |  | |
| 17 ▼ | public void withdraw(double amount) { | |
| 18 ▼ |  | if (balance >= amount) { |
| 19 |  | balance -= amount; |
| 20 |  | // Format the output correctly |
| 21 |  | System.out.println("New balance after withdrawing $" + (amount % 1 == 0 ? String.format("%.0f", amount |
| 22 ▼ |  | } else { |
| 23 |  | System.out.println("Insufficient funds!"); |
| 24 |  | } |
| 25 | } |  |
| 26 |  | |
| 27 ▼ | public double getBalance() { | |
| 28 |  | return balance; |
| 29 | } |  |
| 30 | } |  |
| 31 |  | |
| 32 ▼ | class SavingsAccount extends BankAccount { | |
| 33 | private final double minimumBalance = 100.0; | |
| 34 |  | |
| 35 ▼ | public SavingsAccount(String accountNumber, double initialBalance) { | |
| 36 |  | super(accountNumber, initialBalance); |
| 37 | } |  |
| 38 |  | |
| 39 | @Override | |
| 40 ▼ | public void withdraw(double amount) { | |
| 41 ▼ |  | if (getBalance() - amount >= minimumBalance) { |
| 42 |  | super.withdraw(amount); |
| 43 ▼ |  | } else { |
| 44 |  | System.out.println("Minimum balance of $" + String.format("%.0f", minimumBalance) + " required!"); |
| 45 |  | } |
| 46 | } |  |
| 47 | } |  |
| 48 |  | |
| 49 ▼ | public class Main { | |
| 50 ▼ | public static void main(String[] args) { | |

BankAccount BA1234 = new BankAccount("BA1234", 500.0);
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System.out.println("Create a Bank Account object (A/c No. BA1234) with initial balance of $500:");

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | Create a Bank Account object (A/c No. BA1234) with initial balance of $500:  Deposit $1000 into account BA1234:  New balance after depositing $1000: $1500.0 Withdraw $600 from account BA1234:  New balance after withdrawing $600: $900.0  Create a SavingsAccount object (A/c No. SA1000) with initial balance of $300:  Try to withdraw $250 from SA1000! Minimum balance of $100 required!  Balance after trying to withdraw $250: $300.0 | Create a Bank Account object (A/c No. BA1234) with initial balance of $500:  Deposit $1000 into account BA1234:  New balance after depositing $1000: $1500.0 Withdraw $600 from account BA1234:  New balance after withdrawing $600: $900.0  Create a SavingsAccount object (A/c No. SA1000) with initial balance of $300:  Try to withdraw $250 from SA1000! Minimum balance of $100 required!  Balance after trying to withdraw $250: $300.0 |  |
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create a class called College with attribute String name, constructor to initialize the name attribute , a method called Admitted(). Create a subclass called CSE that extends Student class, with department attribute , Course() method to sub class. Print the details of the Student.

College:

String collegeName; public College() { } public admitted() { } Student:

String studentName; String department;

public Student(String collegeName, String studentName,String depart) { } public toString()

Expected Output:

A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE

## For example:

A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | class College { | |
| 2 | protected String collegeName; | |
| 3 |  | |
| 4 ▼ | public College(String collegeName) { | |
| 5 |  | this.collegeName = collegeName; |
| 6 | } |  |
| 7 |  | |
| 8 ▼ | public void admitted() { | |
| 9 |  | System.out.println("A student admitted in " + collegeName); |
| 10 | } |  |
| 11 | } |  |
| 12 |  | |
| 13 ▼ | class Student extends College { | |
| 14 | String studentName; | |
| 15 | String department; | |
| 16 |  | |
| 17 ▼ | public Student(String collegeName, String studentName, String department) { | |
| 18 |  | super(collegeName); |
| 19 |  | this.studentName = studentName; |
| 20 |  | this.department = department; |
| 21 | } |  |
| 22 |  | |
| 23 | @Override | |
| 24 ▼ | public String toString() { | |
| 25 |  | return "CollegeName : " + collegeName + "\n" + |
| 26 |  | "StudentName : " + studentName + "\n" + |
| 27 |  | "Department : " + department; |
| 28 | } |  |
| 29 | } |  |
| 30 |  | |
| 31 ▼ | public class sample { | |
| 32 ▼ | public static void main(String[] args) { | |
| 33 |  | Student s1 = new Student("REC", "Venkatesh", "CSE"); |
| 34 |  | s1.admitted(); // Print "A student admitted in REC" |
| 35 |  | System.out.println(s1); |

36 }

37 }

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE | A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE |  |
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Create a class Mobile with constructor and a method basicMobile().

Create a subclass CameraMobile which extends Mobile class , with constructor and a method newFeature(). Create a subclass AndroidMobile which extends CameraMobile, with constructor and a method androidMobile(). display the details of the Android Mobile class by creating the instance. .

class Mobile{

}

class CameraMobile extends Mobile {

}

class AndroidMobile extends CameraMobile {

}

expected output:

Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px

Touch Screen Mobile is Manufactured

## For example:

Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px

Touch Screen Mobile is Manufactured

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | class Mobile { |
| 2 ▼ | public Mobile() { |
| 3 | System.out.println("Basic Mobile is Manufactured"); |
| 4 | } |
| 5 |  |
| 6 ▼ | public void basicMobile() { |
| 7 | System.out.println("Basic Mobile functionality"); |
| 8 | } |
| 9 | } |
| 10 |  |
| 11 ▼ | class CameraMobile extends Mobile { |
| 12 ▼ | public CameraMobile() { |
| 13 | System.out.println("Camera Mobile is Manufactured"); |
| 14 | } |
| 15 |  |
| 16 ▼ | public void newFeature() { |
| 17 | System.out.println("Camera Mobile with 5MG px"); |
| 18 | } |
| 19 | } |
| 20 |  |
| 21 ▼ | class AndroidMobile extends CameraMobile { |
| 22 ▼ | public AndroidMobile() { |
| 23 | System.out.println("Android Mobile is Manufactured"); |
| 24 | } |
| 25 |  |
| 26 ▼ | public void androidMobile() { |
| 27 | System.out.println("Touch Screen Mobile is Manufactured"); |
| 28 | } |
| 29 | } |
| 30 |  |
| 31 ▼ | public class sample { |
| 32 ▼ | public static void main(String[] args) { |
| 33 | AndroidMobile android = new AndroidMobile(); |
| 34 | android.newFeature(); |
| 35 | android.androidMobile(); |

36 }

37 }

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px  Touch Screen Mobile is Manufactured | Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px  Touch Screen Mobile is Manufactured |  |
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Question **1**

Correct

Marked out of 5.00

Given a String input1, which contains many number of words separated by : and each word contains exactly two lower case alphabets, generate an output based upon the below 2 cases.

Note:

1. All the characters in input 1 are lowercase alphabets.
2. input 1 will always contain more than one word separated by :
3. Output should be returned in uppercase. Case 1:

Check whether the two alphabets are same.

If yes, then take one alphabet from it and add it to the output. Example 1:

input1 = ww:ii:pp:rr:oo output = WIPRO Explanation:

word1 is ww, both are same hence take w word2 is ii, both are same hence take i word3 is pp, both are same hence take p word4 is rr, both are same hence take r word5 is oo, both are same hence take o Hence the output is WIPRO

Case 2:

If the two alphabets are not same, then find the position value of them and find maximum value – minimum value. Take the alphabet which comes at this (maximum value - minimum value) position in the alphabet series.

Example 2” input1 = zx:za:ee output = BYE Explanation

word1 is zx, both are not same alphabets position value of z is 26

position value of x is 24

max – min will be 26 – 24 = 2

Alphabet which comes in 2nd position is b Word2 is za, both are not same alphabets position value of z is 26

position value of a is 1

max – min will be 26 – 1 = 25

Alphabet which comes in 25th position is y word3 is ee, both are same hence take e Hence the output is BYE

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| ww:ii:pp:rr:oo | WIPRO |
| zx:za:ee | BYE |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | public class Main { |
| 4 | public static void main(String[] args) |
| 5 ▼ | { |
| 6 | Scanner sc = new Scanner(System.in); |
| 7 | String s = sc.nextLine(); |
| 8 | String[] words = s.split(":"); |
| 9 | StringBuilder output = new StringBuilder(); |
| 10 | for (String i : words) |
| 11 ▼ | { |
| 12 | char ch1 = i.charAt(0); |
| 13 | char ch2 = i.charAt(1); |
| 14 |  |
| 15 | if (ch1 == ch2) |
| 16 ▼ | { |
| 17 | output.append(Character.toUpperCase(ch1)); |
| 18 | } |
| 19 | else |
| 20 ▼ | { |
| 21 | int pos1 = ch1 - 'a' + 1; |
| 22 | int pos2 = ch2 - 'a' + 1; |
| 23 |  |
| 24 | int max = Math.max(pos1, pos2); |
| 25 | int min = Math.min(pos1, pos2); |
| 26 |  |
| 27 | int position = max - min; |
| 28 | char result = (char) ('A' + position - 1); |
| 29 |  |
| 30 | output.append(result); |
| 31 | } |
| 32 | } |
| 33 |  |
| 34 | System.out.println(output.toString()); |
| 35 | } |
| 36 | } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | ww:ii:pp:rr:oo | WIPRO | WIPRO |  |
|  | zx:za:ee | BYE | BYE |  |
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Question **2**

Correct

Marked out of 5.00

Given 2 strings input1 & input2.

* Concatenate both the strings.
* Remove duplicate alphabets & white spaces.
* Arrange the alphabets in descending order. Assumption 1:

There will either be alphabets, white spaces or null in both the inputs. Assumption 2:

Both inputs will be in lower case. Example 1:

Input 1: apple

Input 2: orange Output: rponlgea Example 2:

Input 1: fruits Input 2: are good

Output: utsroigfeda Example 3:

Input 1: ""

Input 2: "" Output: null **For example:**

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | apple orange | rponlgea |
| 2 | fruits are good | utsroigfeda |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.\*; |
| 2 |  |
| 3 | public class StringMergeSort |
| 4 ▼ | { |
| 5 | public static String mergeAndSort(String input1, String input2) |
| 6 ▼ | { |
| 7 | String concatenated = input1 + input2; |
| 8 | Set<Character> uniqueChars = new HashSet<>(); |
| 9 | for (char ch : concatenated.toCharArray()) |
| 10 ▼ | { |
| 11 | if (ch != ' ') |
| 12 ▼ | { |
| 13 | uniqueChars.add(ch); |
| 14 | } |
| 15 | } |
| 16 |  |
| 17 |  |
| 18 | List<Character> sortedList = new ArrayList<>(uniqueChars); |
| 19 | Collections.sort(sortedList, Collections.reverseOrder()); |
| 20 |  |
| 21 | StringBuilder result = new StringBuilder(); |
| 22 | for (char ch : sortedList) |
| 23 ▼ | { |
| 24 | result.append(ch); |
| 25 | } |
| 26 | return result.length() > 0 ? result.toString() : "null"; |
| 27 | } |

|  |  |
| --- | --- |
| 28 |  |
| 29 | public static void main(String[] args) |
| 30 ▼ | { |
| 31 | Scanner scanner = new Scanner(System.in); |
| 32 |  |
| 33 |  |
| 34 | String input1 = scanner.nextLine(); |
| 35 |  |
| 36 | String input2 = scanner.nextLine(); |
| 37 |  |
| 38 | String result = mergeAndSort(input1, input2); |
| 39 | System.out.println(result); |
| 40 | scanner.close(); |
| 41 | } |
| 42 | } |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | apple orange | rponlgea | rponlgea |  |
|  | 2 | fruits are good | utsroigfeda | utsroigfeda |  |
|  | 3 |  | null | null |  |
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Question **3**

Correct

Marked out of 5.00

You are provided a string of words and a 2-digit number. The two digits of the number represent the two words that are to be processed. For example:

If the string is "Today is a Nice Day" and the 2-digit number is 41, then you are expected to process the 4th word ("Nice") and the 1st word ("Today").

The processing of each word is to be done as follows:

Extract the Middle-to-Begin part: Starting from the middle of the word, extract the characters till the beginning of the word. Extract the Middle-to-End part: Starting from the middle of the word, extract the characters till the end of the word.

If the word to be processed is "Nice":

Its Middle-to-Begin part will be "iN". Its Middle-to-End part will be "ce".

So, merged together these two parts would form "iNce". Similarly, if the word to be processed is "Today":

Its Middle-to-Begin part will be "doT". Its Middle-to-End part will be "day".

So, merged together these two parts would form "doTday".

Note: Note that the middle letter 'd' is part of both the extracted parts. So, for words whose length is odd, the middle letter should be included in both the extracted parts.

Expected output:

The expected output is a string containing both the processed words separated by a space "iNce doTday" Example 1:

input1 = "Today is a Nice Day"

input2 = 41

output = "iNce doTday" Example 2:

input1 = "Fruits like Mango and Apple are common but Grapes are rare" input2 = 39

output = "naMngo arGpes"

Note: The input string input1 will contain only alphabets and a single space character separating each word in the string. Note: The input string input1 will NOT contain any other special characters.

Note: The input number input2 will always be a 2-digit number (>=11 and <=99). One of its digits will never be 0. Both the digits of the number will always point to a valid word in the input1 string.

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| Today is a Nice Day 41 | iNce doTday |
| Fruits like Mango and Apple are common but Grapes are rare 39 | naMngo arGpes |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | public class WordProcessor { |
| 4 ▼ | public static void main(String[] args) { |
| 5 | Scanner sc = new Scanner(System.in); |
| 6 |  |
| 7 | String input = sc.nextLine(); |
| 8 | int number = sc.nextInt(); |
| 9 | String[] words = input.split(" "); |
| 10 |  |

|  |  |
| --- | --- |
| 11 | int pos1 = number / 10; |
| 12 | int pos2 = number % 10; |
| 13 |  |
| 14 | pos1--; |
| 15 | pos2--; |
| 16 |  |
| 17 | String result1 = processWord(words[pos1]); |
| 18 | String result2 = processWord(words[pos2]); |
| 19 |  |
| 20 | String result = result1 + " " + result2; |
| 21 | System.out.println(result); |
| 22 | } |
| 23 |  |
| 24 ▼ | private static String processWord(String word) { |
| 25 | int len = word.length(); |
| 26 | int mid = len / 2; |
| 27 |  |
| 28 | String middleToBegin; |
| 29 | String middleToEnd; |
| 30 |  |
| 31 | if (len % 2 == 0) |
| 32 ▼ | { |
| 33 | middleToBegin = new StringBuilder(word.substring(0, mid)).reverse().toString(); |
| 34 | middleToEnd = word.substring(mid); |
| 35 | } |
| 36 | else |
| 37 ▼ | { |
| 38 | middleToBegin = new StringBuilder(word.substring(0, mid + 1)).reverse().toString(); |
| 39 | middleToEnd = word.substring(mid); |
| 40 | } |
| 41 | return middleToBegin + middleToEnd; |
| 42 | } |
| 43 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | Today is a Nice Day 41 | iNce doTday | iNce doTday |  |
|  | Fruits like Mango and Apple are common but Grapes are rare 39 | naMngo arGpes | naMngo arGpes |  |

Passed all tests!
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Jump to...

[Return second word in Uppercase ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=262&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-07-Interfaces](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=58) / [Lab-07-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=282)
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create an interface Playable with a method play() that takes no arguments and returns void. Create three classes Football, Volleyball, and Basketball that implement the Playable interface and override the play() method to play the respective sports.

interface Playable { void play();

}

class Football implements Playable { String name;

public Football(String name){ this.name=name;

}

public void play() {

System.out.println(name+" is Playing football");

}

}

Similarly, create Volleyball and Basketball classes.

## Sample output:

**Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball**

**For example:**

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | Sadhvin Sanjay Sruthi | Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball |
| 2 | Vijay Arun Balaji | Vijay is Playing football Arun is Playing volleyball Balaji is Playing basketball |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 | interface Playable |
| 4 ▼ | { |
| 5 | void play(); |
| 6 | } |
| 7 |  |
| 8 ▼ | class Football implements Playable { |
| 9 | String name; |
| 10 |  |
| 11 | public Football(String name) |
| 12 ▼ | { |
| 13 | this.name = name; |
| 14 | } |
| 15 |  |
| 16 | public void play() |
| 17 ▼ | { |
| 18 | System.out.println(name + " is Playing football"); |
| 19 | } |
| 20 | } |
| 21 |  |
| 22 | class Volleyball implements Playable |
| 23 ▼ | { |
| 24 | String name; |
| 25 |  |
| 26 | public Volleyball(String name) |
| 27 ▼ | { |
| 28 | this.name = name; |
| 29 | } |
| 30 |  |
| 31 | public void play() |
| 32 ▼ | { |
| 33 | System.out.println(name + " is Playing volleyball"); |

34

35

36

37

}

}

class Basketball implements Playable

38 ▼ {

39

40

41

42 ▼

43

44

45

46

47 ▼

48

49

String name;

public Basketball(String name)

{

this.name = name;

}

public void play()

{

System.out.println(name + " is Playing basketball");

}

50

51

52

}

public class test

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | Sadhvin Sanjay Sruthi | Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball | Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball |  |
|  | 2 | Vijay Arun Balaji | Vijay is Playing football Arun is Playing volleyball Balaji is Playing basketball | Vijay is Playing football Arun is Playing volleyball Balaji is Playing basketball |  |
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Create interfaces shown below. interface Sports {

public void setHomeTeam(String name); public void setVisitingTeam(String name);

}

interface Football extends Sports { public void homeTeamScored(int points);

public void visitingTeamScored(int points);}

create a class College that implements the Football interface and provides the necessary functionality to the abstract methods. sample Input:

Rajalakshmi Saveetha 22

21

Output:

Rajalakshmi 22 scored

Saveetha 21 scored Rajalakshmi is the Winner!

## For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | Rajalakshmi Saveetha  22  21 | Rajalakshmi 22 scored  Saveetha 21 scored Rajalakshmi is the winner! |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | import java.util.Scanner; | |
| 2 |  | |
| 3 | interface Sports | |
| 4 ▼ | { |  |
| 5 | public void setHomeTeam(String name); | |
| 6 | public void setVisitingTeam(String name); | |
| 7 | } |  |
| 8 |  | |
| 9 | interface Football extends Sports | |
| 10 ▼ | { |  |
| 11 | public void homeTeamScored(int points); | |
| 12 | public void visitingTeamScored(int points); | |
| 13 | } |  |
| 14 |  | |
| 15 | class College implements Football | |
| 16 ▼ | { |  |
| 17 | String homeTeam; | |
| 18 | String visitingTeam; | |
| 19 |  | |
| 20 | public void setHomeTeam(String name) | |
| 21 ▼ | { |  |
| 22 |  | homeTeam = name; |
| 23 | } |  |
| 24 |  | |
| 25 | public void setVisitingTeam(String name) | |
| 26 ▼ | { |  |
| 27 |  | visitingTeam = name; |
| 28 | } |  |
| 29 |  | |
| 30 | public void homeTeamScored(int points) | |
| 31 ▼ | { |  |
| 32 |  | System.out.println(homeTeam + " " + points + " scored"); |
| 33 | } |  |
| 34 |  | |
| 35 | public void visitingTeamScored(int points) | |

|  |  |
| --- | --- |
| 36 ▼  37 | { |
| System.out.println(visitingTeam + " " + points + " scored"); |
| 38 | } |
| 39 |  |
| 40 | public void winningTeam(int homeTeamPoints, int visitingTeamPoints) |
| 41 ▼ | { |
| 42 | if (homeTeamPoints > visitingTeamPoints) |
| 43 ▼ | { |
| 44 | System.out.println(homeTeam + " is the winner!"); |
| 45 | } |
| 46 | else if (homeTeamPoints < visitingTeamPoints) |
| 47 ▼ | { |
| 48 | System.out.println(visitingTeam + " is the winner!"); |
| 49 | } |
| 50 | else |
| 51 ▼ | { |
| 52 | System.out.println("It's a tie match."); |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | Rajalakshmi | Rajalakshmi 22 scored | Rajalakshmi 22 scored |  |
| Saveetha | Saveetha 21 scored | Saveetha 21 scored |
| 22 | Rajalakshmi is the winner! | Rajalakshmi is the winner! |
| 21 |  |  |
|  | 2 | Anna | Anna 21 scored | Anna 21 scored |  |
| Balaji | Balaji 21 scored | Balaji 21 scored |
| 21 | It's a tie match. | It's a tie match. |
| 21 |  |  |
|  | 3 | SRM | SRM 20 scored | SRM 20 scored |  |
| VIT | VIT 21 scored | VIT 21 scored |
| 20 | VIT is the winner! | VIT is the winner! |
| 21 |  |  |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)Passed all tests!

![](data:image/png;base64,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)

RBI issues all national banks to collect interest on all customer loans.

Create an RBI interface with a variable String parentBank="RBI" and abstract method rateOfInterest(). RBI interface has two more methods default and static method.

default void policyNote() {

System.out.println("RBI has a new Policy issued in 2023.");

}

static void regulations(){

System.out.println("RBI has updated new regulations on 2024.");

}

Create two subclasses SBI and Karur which implements the RBI interface. Provide the necessary code for the abstract method in two sub-classes. **Sample Input/Output:**

## RBI has a new Policy issued in 2023

**RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.**

## Karur rate of interest: 7.4 per annum. For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | RBI has a new Policy issued in 2023  RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.  Karur rate of interest: 7.4 per annum. |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 | interface RBI |
| 2 ▼ | { |
| 3 | String parentBank = "RBI"; |
| 4 |  |
| 5 | double rateOfInterest(); |
| 6 |  |
| 7 | default void policyNote() |
| 8 ▼ | { |
| 9 | System.out.println("RBI has a new Policy issued in 2023"); |
| 10 | } |
| 11 |  |
| 12 | static void regulations() |
| 13 ▼ | { |
| 14 | System.out.println("RBI has updated new regulations in 2024."); |
| 15 | } |
| 16 | } |
| 17 |  |
| 18 | class SBI implements RBI |
| 19 ▼ | { |
| 20 | public double rateOfInterest() |
| 21 ▼ | { |
| 22 | return 7.6; |
| 23 | } |
| 24 | } |
| 25 |  |
| 26 | class Karur implements RBI |
| 27 ▼ | { |
| 28 | public double rateOfInterest() |
| 29 ▼ | { |
| 30 | return 7.4; |
| 31 | } |
| 32 | } |
| 33 |  |
| 34 | public class test |
| 35 ▼ | { |
| 36 | public static void main(String[] args) |
| 37 ▼ | { |

|  |  |
| --- | --- |
| 38 | SBI sbiBank = new SBI(); |
| 39 | Karur karurBank = new Karur(); |
| 40 |  |
| 41 | sbiBank.policyNote(); |
| 42 | RBI.regulations(); |
| 43 |  |
| 44 | System.out.println("SBI rate of interest: " + sbiBank.rateOfInterest() + " per annum."); |
| 45 | System.out.println("Karur rate of interest: " + karurBank.rateOfInterest() + " per annum."); |
| 46 | } |
| 47 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | RBI has a new Policy issued in 2023  RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.  Karur rate of interest: 7.4 per annum. | RBI has a new Policy issued in 2023  RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.  Karur rate of interest: 7.4 per annum. |  |
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[◄ Lab-07-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=281&forceview=1)

Jump to...

[Generate series and find Nth element ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=283&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-08 - Polymorphism, Abstract Classes, final Keyword](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=57) / [Lab-08-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=277)

**Status** Finished

**Started** Wednesday, 16 October 2024, 8:25 PM

**Completed** Wednesday, 16 October 2024, 8:30 PM

**Duration** 5 mins 6 secs
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# Final Variable:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)Once a variable is declared final, its value cannot be changed after it is initialized.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAICAYAAADED76LAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAgklEQVQYlWP4//8/w9mzl/Q8o2O2ssgq/GKRVfjlGR2z9ezZS3r///9nYDh79pIer7rmBwYp2f/ImFdd88PZs5f0mB9//Tzv6s3bugxo4NevXxyPXzyVZ2SRVfj15+9fVnQFDAwMDCzMzL+ZsEkgAyZXO5vduCRd7Wx2E3QkAyFvAgAv9U+EhLghOwAAAABJRU5ErkJggg==)It must be initialized when it is declared or in the constructor if it's not initialized at declaration.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)It can be used to define constants

final int MAX\_SPEED = 120; // Constant value, cannot be changed

# Final Method:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)A method declared final cannot be overridden by subclasses.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)It is used to prevent modification of the method's behavior in derived classes.

public final void display() { System.out.println("This is a final method.");

}

# Final Class:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)A class declared as final cannot be subclassed (i.e., no other class can inherit from it). It is used to prevent a class from being extended and modified.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)public final class Vehicle {

// class code

}

## Given a Java Program that contains the bug in it, your task is to clear the bug to the output. you should delete any piece of code.

**For example:**

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | The maximum speed is: 120 km/h This is a subclass of FinalExample. |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | class FinalExample { | |
| 2 |  | |
| 3 |  | |
| 4 | final int maxSpeed = 120; | |
| 5 |  | |
| 6 |  | |
| 7 ▼ | public final void displayMaxSpeed() { | |
| 8 |  | System.out.println("The maximum speed is: " + maxSpeed + " km/h"); |
| 9 | } |  |
| 10 | } |  |
| 11 |  | |
| 12 ▼ | class SubClass extends FinalExample { | |
| 13 |  | |
| 14 ▼ | public void showDetails() { | |
| 15 |  | System.out.println("This is a subclass of FinalExample."); |
| 16 | } |  |
| 17 | } |  |
| 18 |  | |
| 19 ▼ | class prog { | |
| 20 ▼ | public static void main(String[] args) { | |
| 21 |  | FinalExample obj = new FinalExample(); |
| 22 |  | obj.displayMaxSpeed(); // This will print the maximum speed |
| 23 |  |  |
| 24 |  | SubClass subObj = new SubClass(); |
| 25 |  | subObj.showDetails(); // This will print the subclass details |
| 26 | } |  |
| 27 | } |  |
|  | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | The maximum speed is: 120 km/h This is a subclass of FinalExample. | The maximum speed is: 120 km/h This is a subclass of FinalExample. |  |
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Create a base class Shape with a method called calculateArea(). Create three subclasses: Circle, Rectangle, and Triangle. Override the calculateArea() method in each subclass to calculate and return the shape's area.

In the given exercise, here is a simple diagram illustrating polymorphism implementation:
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abstract class Shape {

public abstract double calculateArea() ;

}

}

System.out.printf("Area of a Triangle :%.2f%n",((0.5)\*base\*height)); // use this statement sample Input :

1. // radius of the circle to calculate area PI\*r\*r
2. // length of the rectangle
3. // breadth of the rectangle to calculate the area of a rectangle

4 // base of the triangle

3 // height of the triangle

## OUTPUT:

**Area of a circle :50.27 Area of a Rectangle :30.00 Area of a Triangle :6.00**

## For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 4 | Area of a circle: 50.27 |
| 5 | Area of a Rectangle: 30.00 |
| 6 | Area of a Triangle: 6.00 |
| 4 |  |
| 3 |  |
| 2 | 7 | Area of a circle: 153.94 |
| 4.5 | Area of a Rectangle: 29.25 |
| 6.5 | Area of a Triangle: 4.32 |
| 2.4 |  |
| 3.6 |  |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | abstract class Shape { |
| 4 | public abstract double calculateArea(); |
| 5 | } |
| 6 |  |
| 7 ▼ | class Circle extends Shape { |
| 8 | private double radius; |
| 9 |  |
| 10 ▼ | public Circle(double radius) { |
| 11 | this.radius = radius; |
| 12 | } |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

|  |  |
| --- | --- |
| 13 |  |
| 14  15 ▼  16 | @Override  public double calculateArea() {  return Math.PI \* radius \* radius; |
| 17 | } |
| 18 | } |
| 19 |  |
| 20 ▼ | class Rectangle extends Shape { |
| 21 | private double length; |
| 22 | private double breadth; |
| 23  24 ▼ | public Rectangle(double length, double breadth) { |
| 25 | this.length = length; |
| 26 | this.breadth = breadth; |
| 27 | } |
| 28 |  |
| 29  30 ▼  31 | @Override  public double calculateArea() {  return length \* breadth; |
| 32 | } |
| 33 | } |
| 34 |  |
| 35 ▼ | class Triangle extends Shape { |
| 36 | private double base; |
| 37 | private double height; |
| 38  39 ▼ | public Triangle(double base, double height) { |
| 40 | this.base = base; |
| 41 | this.height = height; |
| 42 | } |
| 43 |  |
| 44 |  |
| 45  46 ▼  47 | @Override  public double calculateArea() {  return 0.5 \* base \* height; |
| 48 | } |
| 49 | } |
| 50 |  |
| 1. ▼ public class test{ 2. ▼ public static void main(String[] args) { | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 4 | Area of a circle: 50.27 | Area of a circle: 50.27 |  |
| 5 | Area of a Rectangle: 30.00 | Area of a Rectangle: 30.00 |
| 6 | Area of a Triangle: 6.00 | Area of a Triangle: 6.00 |
| 4 |  |  |
| 3 |  |  |
|  | 2 | 7 | Area of a circle: 153.94 | Area of a circle: 153.94 |  |
| 4.5 | Area of a Rectangle: 29.25 | Area of a Rectangle: 29.25 |
| 6.5 | Area of a Triangle: 4.32 | Area of a Triangle: 4.32 |
| 2.4 |  |  |
| 3.6 |  |  |

Passed all tests!
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As a logic building learner you are given the task to extract the string which has vowel as the first and last characters from the given array of Strings.

Step1: Scan through the array of Strings, extract the Strings with first and last characters as vowels; these strings should be concatenated. Step2: Convert the concatenated string to lowercase and return it.

If none of the strings in the array has first and last character as vowel, then return no matches found input1: an integer representing the number of elements in the array.

input2: String array.

Example 1:

input1: 3

input2: {“oreo”, “sirish”, “apple”} output: oreoapple

Example 2:

input1: 2

input2: {“Mango”, “banana”} output: no matches found Explanation:

None of the strings has first and last character as vowel.

Hence the output is no matches found. Example 3:

input1: 3

input2: {“Ate”, “Ace”, “Girl”} output: ateace

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 3  oreo sirish apple | oreoapple |
| 2  Mango banana | no matches found |
| 3  Ate Ace Girl | ateace |

**Answer:** (penalty regime: 0 %)

19 {

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | public class VowelEndStrings { |
| 4 | public static void main(String[] args) |
| 5 ▼ | { |
| 6 | Scanner sc = new Scanner(System.in); |
| 7 | int n = sc.nextInt(); |
| 8 |  |
| 9 | String[] arr = new String[n]; |
| 10 | for (int i = 0; i < n; i++) |
| 11 ▼ | { |
| 12 | arr[i] = sc.next(); |
| 13 | } |
| 14 |  |
| 15 | String s = ""; |
| 16 | boolean found = false; |
| 17 |  |
| 18 | for (String i : arr) |

|  |  |
| --- | --- |
| 20 | if ("aeiouAEIOU".indexOf(i.charAt(0)) != -1 && "aeiouAEIOU".indexOf(i.charAt(i.length() - 1)) != -1) |
| 21 ▼ | { |
| 22 | s += i; |
| 23 | found = true; |
| 24 | } |
| 25 | } |
| 26 |  |
| 27 | if (found) |
| 28 ▼ | { |
| 29 | System.out.println(s.toLowerCase()); |
| 30 | } |
| 31 | else |
| 32 ▼ | { |
| 33 | System.out.println("no matches found"); |
| 34 | } |
| 35 |  |
| 36 | sc.close(); |
| 37 | } |
| 38 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3  oreo sirish apple | oreoapple | oreoapple |  |
|  | 2  Mango banana | no matches found | no matches found |  |
|  | 3  Ate Ace Girl | ateace | ateace |  |
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Question **1**

Correct

Marked out of 5.00

In the following program, an array of integer data is to be initialized.

During the initialization, if a user enters a value other than an integer, it will throw an InputMismatchException exception. On the occurrence of such an exception, your program should print “You entered bad data.”

If there is no such exception it will print the total sum of the array.

/\* Define try-catch block to save user input in the array "name"

If there is an exception then catch the exception otherwise print the total sum of the array. \*/

## Sample Input:

3

5 2 1

## Sample Output:

8

## Sample Input:

2

1 g

## Sample Output:

You entered bad data.

**For example:**

|  |  |
| --- | --- |
| **Input** | **Result** |
| 3  5 2 1 | 8 |
| 2  1 g | You entered bad data. |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼  2  3 ▼  4 ▼  5  6  7  8  9  10 ▼  11 ▼  12  13  14  15  16  17  18 ▼  19  20  21  22 | import java.util.Scanner; | |
| import java.util.InputMismatchException; class prog {  public static void main(String[] args) { Scanner sc = new Scanner(System.in); int length = sc.nextInt();  int[] name = new int[length]; int sum=0;  try  {  for(int i=0;i<length;i++){ name[i] = sc.nextInt(); sum+=name[i];  }  System.out.println(sum);  }  catch(InputMismatchException e)  {  System.out.println("You entered bad data.");  }  }  } | |
|  | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3  5 2 1 | 8 | 8 |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 2  1 g | You entered bad data. | You entered bad data. |  |
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Question **2**

Correct

Marked out of 5.00

Write a Java program to handle ArithmeticException and ArrayIndexOutOfBoundsException. Create an array, read the input from the user, and store it in the array.

Divide the 0th index element by the 1st index element and store it. if the 1st element is zero, it will throw an exception.

if you try to access an element beyond the array limit throws an exception.

## Input:

5

10 0 20 30 40

## Output:

**java.lang.ArithmeticException: / by zero I am always executed**

Input:

3

10 20 30

## Output

java.lang.ArrayIndexOutOfBoundsException: Index 3 out of bounds for length 3 I am always executed

## For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 6 | java.lang.ArithmeticException: / by zero |
| 1 0 4 1 2 8 | I am always executed |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 | public class l |
| 4 ▼ | { |
| 5 | public static void main(String[] args) |
| 6 ▼ | { |
| 7 | Scanner sc = new Scanner(System.in); |
| 8 |  |
| 9 | int n = sc.nextInt(); |
| 10 | int[] arr = new int[n]; |
| 11 ▼ | for (int i = 0; i < n; i++) { |
| 12 | arr[i] = sc.nextInt(); |
| 13 | } |
| 14 |  |
| 15 | try |
| 16 ▼ | { |
| 17 | int result = arr[0] / arr[1]; |
| 18 |  |
| 19 |  |
| 20 | System.out.println(arr[3]); |
| 21 | } |
| 22 | catch (ArithmeticException e) |
| 23 ▼ | { |
| 24 | System.out.println("java.lang.ArithmeticException: " + e.getMessage()); |
| 25 | } |
| 26 | catch (ArrayIndexOutOfBoundsException e) |
| 27 ▼ | { |
| 28 | System.out.println("java.lang.ArrayIndexOutOfBoundsException: " + e.getMessage()); |
| 29 | } |
| 30 | finally |
| 31 ▼ | { |
| 32 | System.out.println("I am always executed"); |
| 33 | } |
| 34 | } |
| 35 | } |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 6 | java.lang.ArithmeticException: / by zero | java.lang.ArithmeticException: / by zero |  |
| 1 0 4 | I am always executed | I am always executed |
| 1 2 8 |  |  |
|  | 2 | 3 | java.lang.ArrayIndexOutOfBoundsException: Index | java.lang.ArrayIndexOutOfBoundsException: Index |  |
| 10 20 | 3 out of bounds for length 3 | 3 out of bounds for length 3 |
| 30 | I am always executed | I am always executed |
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Question **3**

Correct

Marked out of 5.00

Write a Java program to create a method that takes an integer as a parameter and throws an exception if the number is odd.

## Sample input and Output:

82 is even.

Error: 37 is odd.

Fill the preloaded answer to get the expected output.

## For example:

82 is even. Error: 37 is odd.

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 | class prog | |
| 2 ▼ | { |  |
| 3 | public static void main(String[] args) | |
| 4 ▼ | { |  |
| 5 |  | int n = 82; |
| 6 |  | trynumber(n); |
| 7 |  | n = 37; |
| 8 |  | trynumber(n); |
| 9 | } |  |
| 10 |  | |
| 11 | public static void trynumber(int n) | |
| 12 ▼ | { |  |
| 13 |  | try |
| 14 ▼ |  | { |
| 15 |  | checkEvenNumber(n); // Call the checkEvenNumber() method |
| 16 |  | System.out.println(n + " is even."); |
| 17 |  | } |
| 18 |  | catch (IllegalArgumentException e) |
| 19 ▼ |  | { |
| 20 |  | System.out.println("Error: " + e.getMessage()); |
| 21 |  | } |
| 22 | } |  |
| 23 |  | |
| 24 | public static void checkEvenNumber(int number) | |
| 25 ▼ | { |  |
| 26 |  | if (number % 2 != 0) |
| 27 ▼ |  | { |
| 28 |  | throw new IllegalArgumentException(number + " is odd."); |
| 29 |  | } |
| 30 | } |  |
| 31 | } |  |
|  | | |

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | 82 is even. Error: 37 is odd. | 82 is even. Error: 37 is odd. |  |
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Jump to...

[The “Nambiar Number” Generator ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=290&forceview=1)
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**Status** Finished

**Started** Monday, 4 November 2024, 8:28 AM

**Completed** Monday, 4 November 2024, 8:50 AM

**Duration** 21 mins 47 secs

Given an ArrayList, the task is to get the first and last element of the ArrayList in Java.

Input: ArrayList = [1, 2, 3, 4] Output: First = 1, Last = 4

Input: ArrayList = [12, 23, 34, 45, 57, 67, 89]

Output: First = 12, Last = 89

## Approach:

1. Get the ArrayList with elements.
2. Get the first element of ArrayList using the get(index) method by passing index = 0.
3. Get the last element of ArrayList using the get(index) method by passing index = size – 1.

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3 ▼  4  5  6  7  8 ▼  9  10  11  12 ▼  13  14  15  16  17  18  19 ▼  20  21  22  23 | import java.util.\*; public class Main{  public static void main(String[] args){ Scanner scanner=new Scanner(System.in); int n=scanner.nextInt();  ArrayList<Integer>arrayList=new ArrayList<>(); for(int i=0;i<n;i++)  {  arrayList.add(scanner.nextInt());  }  if(!arrayList.isEmpty())  {  int first=arrayList.get(0);  int last=arrayList.get(arrayList.size()-1); System.out.println("ArrayList: "+arrayList); System.out.println("First : "+first+", Last : "+last);  }  else  {  System.out.println("The ArrayList is empty:");  }  }  } |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 6 | ArrayList: [30, 20, 40, 50, 10, 80] | ArrayList: [30, 20, 40, 50, 10, 80] |  |
| 30 | First : 30, Last : 80 | First : 30, Last : 80 |
| 20 |  |  |
| 40 |  |  |
| 50 |  |  |
| 10 |  |  |
| 80 |  |  |
|  | 2 | 4 | ArrayList: [5, 15, 25, 35] | ArrayList: [5, 15, 25, 35] |  |
| 5 | First : 5, Last : 35 | First : 5, Last : 35 |
| 15 |  |  |
| 25 |  |  |
| 35 |  |  |
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The given Java program is based on the ArrayList methods and its usage. The Java program is partially filled. Your task is to fill in the incomplete statements to get the desired output.

list.set();

list.indexOf()); list.lastIndexOf()) list.contains() list.size());

list.add(); list.remove();

The above methods are used for the below Java program.

**Answer:** (penalty regime: 0 %)

|  |  |  |  |
| --- | --- | --- | --- |
| Reset | | answer |  |
| 1 |  | import java.util.\*; | |
| 2 |  | import java.io.\*; | |
| 3 |  |  | |
| 4 |  | class prog { | |
| 5 |  | public static void main(String[] args) | |
| 6 |  | { |  |
| 7 |  |  | Scanner sc= new Scanner(System.in); |
| 8 |  |  | int n = sc.nextInt(); |
| 9 |  |  |  |
| 10 |  |  | ArrayList<Integer> list = new ArrayList<Integer>(); |
| 11 |  |  | for(int i = 0; i<n;i++){ |
| 12 |  |  | list.add(sc.nextInt()); |
| 13 |  |  | } |
| 14 |  |  | System.out.println("ArrayList: " + list); |
| 15 |  |  | list.set(1,100); |
| 16 |  |  | System.out.println("Index of 100 = "+list.indexOf(100)); |
| 17 |  |  |  |
| 18 |  |  | //Getting the index of last occurrence of 100 |
| 19 |  |  | System.out.println("LastIndex of 100 = "+list.lastIndexOf(100)); |
| 20 |  |  | // Check whether 200 is in the list or not |
| 21 |  |  | System.out.println(list.contains(200)); //Output : false |
| 22 |  |  | // Print ArrayList size |
| 23 |  |  | System.out.println("Size Of ArrayList = "+ list.size()); |
| 24 |  |  | //Inserting 500 at index 1 |
| 25 |  |  | list.add(1,500); // code here |
| 26 |  |  | //Removing an element from position 3 |
| 27 |  |  | list.remove(3); // code here |
| 28 |  |  | System.out.print("ArrayList: " + list); |
| 29 |  | } |  |
| 30 |  | } |  |
|  | | | |

▼

▼

▼

▼

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5 | ArrayList: [1, 2, 3, 100, 5] | ArrayList: [1, 2, 3, 100, 5] |  |
| 1 | Index of 100 = 1 | Index of 100 = 1 |
| 2 | LastIndex of 100 = 3 | LastIndex of 100 = 3 |
| 3 | false | false |
| 100 | Size Of ArrayList = 5 | Size Of ArrayList = 5 |
| 5 | ArrayList: [1, 500, 100, 100, 5] | ArrayList: [1, 500, 100, 100, 5] |
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Question **3**

Correct

Marked out of 1.00
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Sample input and Output:

Red Green Orange White Black

**Sample output**

List before reversing :

[Red, Green, Orange, White, Black] List after reversing :

[Black, White, Orange, Green, Red]

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3 ▼  4  5  6  7  8  9 ▼  10  11  12  13  14  15  16  17  18  19 | import java.util.\*;  public class ReverseArrayList{  public static void main(String[] args){ Scanner scanner=new Scanner(System.in);  ArrayList<String>colorList=new ArrayList<>(); int n=scanner.nextInt();  scanner.nextLine(); for(int i=0;i<n;i++)  {  String color=scanner.nextLine(); colorList.add(color);  }  System.out.println("List before reversing :"); System.out.println(colorList); Collections.reverse(colorList); System.out.println("List after reversing :"); System.out.println(colorList);  }  } |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5  Red | List before reversing :  [Red, Green, Orange, White, Black] | List before reversing :  [Red, Green, Orange, White, Black] |  |
| Green  Orange | List after reversing :  [Black, White, Orange, Green, Red] | List after reversing :  [Black, White, Orange, Green, Red] |
| White Black |  |  |
|  | 2 | 4 | List before reversing : | List before reversing : |  |
| CSE  AIML | [CSE, AIML, AIDS, CYBER]  List after reversing : | [CSE, AIML, AIDS, CYBER]  List after reversing : |
| AIDS CYBER | [CYBER, AIDS, AIML, CSE] | [CYBER, AIDS, AIML, CSE] |
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[◄ Lab-10-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=293&forceview=1)

Jump to...

[Lab-11-MCQ ►](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=295&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-11-Set, Map](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=61) / [Lab-11-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=296)

**Status** Finished

**Started** Friday, 8 November 2024, 5:24 PM

**Completed** Friday, 8 November 2024, 5:55 PM

**Duration** 31 mins 1 sec
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**Java HashSet** class implements the Set interface, backed by a hash table which is actually a [HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java/) instance.

No guarantee is made as to the iteration order of the hash sets which means that the class does not guarantee the constant order of elements over time.

This class permits the null element.

The class also offers constant time performance for the basic operations like add, remove, contains, and size assuming the hash function disperses the elements properly among the buckets.

Java HashSet Features

A few important features of HashSet are mentioned below:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC)Implements [Set Interface.](https://www.geeksforgeeks.org/set-in-java/)
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public class HashSet<E> extends AbstractSet<E> implements Set<E>, Cloneable, Serializable Sample Input and Output:

5

90

56

45

78

25

78

Sample Output:

78 was found in the set. Sample Input and output: 3

2

7

9

5

Sample Input and output:

5 was not found in the set.

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | import java.util.HashSet; | |
| 2 | import java.util.Scanner; | |
| 3 ▼ | class prog { | |
| 4 ▼ | public static void main(String[] args) { | |
| 5 | Scanner sc= new Scanner(System.in); | |
| 6 | int n = sc.nextInt(); | |
| 7 | // Create a HashSet object called numbers | |
| 8 | HashSet<Integer> numbers= new HashSet<>(); | |
| 9 |  | |
| 10 | // Add values to the set | |
| 11 | for(int i=0;i<n;i++) | |
| 12 ▼ | { |  |
| 13 |  | numbers.add(sc.nextInt()); |
| 14 | } |  |
| 15 | int skey=sc.nextInt(); | |
| 16 |  | |
| 17 | // Show which numbers between 1 and 10 are in the set | |
| 18 | if(numbers.contains(skey)) | |
| 19 ▼ | { |  |
| 20 |  | System.out.println(skey+ " was found in the set."); |
| 21 | } |  |
| 22 ▼ | else { | |
| 23 |  | System.out.println(skey + " was not found in the set."); |
| 24 | } |  |
| 25 | } |  |
| 26 | } |  |
|  | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5 | 78 was found in the set. | 78 was found in the set. |  |
| 90 |
| 56 |
| 45 |
| 78 |
| 25 |
| 78 |
|  | 2 | 3 | 5 was not found in the set. | 5 was not found in the set. |  |
| -1 |
| 2 |
| 4 |
| 5 |
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Write a Java program to compare two sets and retain elements that are the same.

## Sample Input and Output:

5

Football Hockey Cricket Volleyball Basketball

7 // **HashSet 2:**

Golf Cricket Badminton Football Hockey Volleyball Handball

## SAMPLE OUTPUT:

Football Hockey Cricket Volleyball Basketball

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10  11 ▼  12  13  14  15  16  17  18 ▼  19  20  21  22  23 ▼  24  25  26  27 | import java.util.HashSet; import java.util.Scanner; class prog{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n1=sc.nextInt(); sc.nextLine();  HashSet<String> set1= new HashSet<>(); for (int i=0;i<n1;i++)  {  set1.add(sc.nextLine());  }  int n2=sc.nextInt(); sc.nextLine();  HashSet<String> set2=new HashSet<>(); for(int i=0;i<n2;i++)  {  set2.add(sc.nextLine());  }  set1.retainAll(set2); for(String sport:set1)  {  System.out.println(sport);  }  }  } |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5 | Cricket | Cricket |  |
| Football | Hockey | Hockey |
| Hockey | Volleyball | Volleyball |
| Cricket | Football | Football |
| Volleyball |  |  |
| Basketball |  |  |
| 7 |  |  |
| Golf |  |  |
| Cricket |  |  |
| Badminton |  |  |
| Football |  |  |
| Hockey |  |  |
| Volleyball |  |  |
| Throwball |  |  |
|  | 2 | 4 | Bus | Bus |  |
| Toy | Car | Car |
| Bus |  |  |
| Car |  |  |
| Auto |  |  |
| 3 |  |  |
| Car |  |  |
| Bus |  |  |
| Lorry |  |  |
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Java HashMap Methods

[containsKey()](https://www.w3schools.com/java/ref_hashmap_containskey.asp) Indicate if an entry with the specified key exists in the map [containsValue()](https://www.w3schools.com/java/ref_hashmap_containsvalue.asp) Indicate if an entry with the specified value exists in the map

[putIfAbsent()](https://www.w3schools.com/java/ref_hashmap_putifabsent.asp) Write an entry into the map but only if an entry with the same key does not already exist [remove()](https://www.w3schools.com/java/ref_hashmap_remove.asp) Remove an entry from the map

[replace() Write to an entry in the map only if it exists](https://www.w3schools.com/java/ref_hashmap_replace.asp) [size()](https://www.w3schools.com/java/ref_hashmap_size.asp) Return the number of entries in the map

Your task is to fill the incomplete code to get desired output

**Answer:** (penalty regime: 0 %)

|  |  |  |  |
| --- | --- | --- | --- |
| Reset | | answer |  |
| 1 |  | import java.util.HashMap; | |
| 2 |  | import java.util.Map.Entry; | |
| 3 |  | import java.util.Set; | |
| 4 |  | import java.util.Scanner; | |
| 5 |  | class prog | |
| 6 |  | { |  |
| 7 |  | public static void main(String[] args) | |
| 8 |  | { |  |
| 9 |  |  | //Creating HashMap with default initial capacity and load factor |
| 10 |  |  | HashMap<String, Integer> map = new HashMap<String, Integer>(); |
| 11 |  |  | String name; |
| 12 |  |  | int num; |
| 13 |  |  | Scanner sc= new Scanner(System.in); |
| 14 |  |  | int n=sc.nextInt(); |
| 15 |  |  | for(int i =0;i<n;i++) |
| 16 |  |  | { |
| 17 |  |  | name=sc.next(); |
| 18 |  |  | num= sc.nextInt(); |
| 19 |  |  | map.put(name,num); |
| 20 |  |  | } |
| 21 |  |  | //Printing key-value pairs |
| 22 |  |  | Set<Entry<String, Integer>> entrySet = map.entrySet(); |
| 23 |  |  |  |
| 24 |  |  | for (Entry<String, Integer> entry : entrySet) |
| 25 |  |  | { |
| 26 |  |  | System.out.println(entry.getKey()+" : "+entry.getValue()); |
| 27 |  |  | } |
| 28 |  |  | System.out.println(" "); |
| 29 |  |  | //Creating another HashMap |
| 30 |  |  | HashMap<String, Integer> anotherMap = new HashMap<String, Integer>(); |
| 31 |  |  | //Inserting key-value pairs to anotherMap using put() method |
| 32 |  |  | anotherMap.put("SIX", 6); |
| 33 |  |  | anotherMap.put("SEVEN", 7); |
| 34 |  |  | //Inserting key-value pairs of map to anotherMap using putAll() method |
| 35 |  |  | anotherMap.putAll(map); // code here |
| 36 |  |  | //Printing key-value pairs of anotherMap |
| 37 |  |  | entrySet = anotherMap.entrySet(); |
| 38 |  |  | for (Entry<String, Integer> entry : entrySet) |
| 39 |  |  | { |
| 40 |  |  | System.out.println(entry.getKey()+" : "+entry.getValue()); |
| 41 |  |  | } |
| 42 |  |  |  |
| 43 |  |  | //Adds key-value pair 'FIVE-5' only if it is not present in map |
| 44 |  |  |  |
| 45 |  |  | map.putIfAbsent("FIVE", 5); |
| 46 |  |  |  |
| 47 |  |  | //Retrieving a value associated with key 'TWO' |
| 48 |  |  |  |
| 49 |  |  | int value = map.get("TWO"); |
| 50 |  |  | System.out.println(value); |
| 51 |  |  |  |
| 52 |  |  | //Checking whether key 'ONE' exist in map |

▼

▼

▼

▼

▼

▼

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 3 | ONE : 1 | ONE : 1 |  |
| ONE | TWO : 2 | TWO : 2 |
| 1 | THREE : 3 | THREE : 3 |
| TWO |  |  |
| 2 | SIX : 6 | SIX : 6 |
| THREE | ONE : 1 | ONE : 1 |
| 3 | TWO : 2 | TWO : 2 |
|  | SEVEN : 7 | SEVEN : 7 |
|  | THREE : 3 | THREE : 3 |
|  | 2 | 2 |
|  | true | true |
|  | true | true |
|  | 4 | 4 |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)Passed all tests!

[◄ Lab-11-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=295&forceview=1)

Jump to...

[TreeSet example ►](http://www.rajalakshmicolleges.org/moodle/mod/resource/view.php?id=297&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-12-Introduction to I/O, I/O Operations, Object Serialization](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=56) / [Lab-12-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=273)

**Status** Finished

**Started** Sunday, 10 November 2024, 11:31 AM

**Completed** Sunday, 10 November 2024, 11:55 AM

**Duration** 23 mins 50 secs

![](data:image/png;base64,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)

Write a function that takes an input String (sentence) and generates a new String (modified sentence) by reversing the words in the original String, maintaining the words position.

In addition, the function should be able to control the reversing of the case (upper or lowercase) based on a case\_option parameter, as follows:

If case\_option = 0, normal reversal of words i.e., if the original sentence is “Wipro TechNologies BangaLore”, the new reversed sentence should be “orpiW seigoloNhceT eroLagnaB”.

If case\_option = 1, reversal of words with retaining position’s case i.e., if the original sentence is “Wipro TechNologies BangaLore”, the new reversed sentence should be “Orpiw SeigOlonhcet ErolaGnab”.

Note that positions 1, 7, 11, 20 and 25 in the original string are uppercase W, T, N, B and L.

Similarly, positions 1, 7, 11, 20 and 25 in the new string are uppercase O, S, O, E and G. NOTE:

1. Only space character should be treated as the word separator i.e., “Hello World” should be treated as two separate words, “Hello” and “World”. However, “Hello,World”, “Hello;World”, “Hello-World” or “Hello/World” should be considered as a single word.
2. Non-alphabetic characters in the String should not be subjected to case changes. For example, if case option = 1 and the original sentence is “Wipro TechNologies, Bangalore” the new reversed sentence should be “Orpiw ,seiGolonhceT Erolagnab”. Note that comma has been treated as part of the word “Technologies,” and when comma had to take the position of uppercase T it remained as a comma and uppercase T took the position of comma. However, the words “Wipro and Bangalore” have changed to “Orpiw” and “Erolagnab”.
3. Kindly ensure that no extra (additional) space characters are embedded within the resultant reversed String. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **S. No.** | **input1** | **input2** | **output** |
| 1 | Wipro Technologies Bangalore | 0 | orpiW seigolonhceT erolagnaB |
| 2 | Wipro Technologies, Bangalore | 0 | orpiW ,seigolonhceT erolagnaB |
| 3 | Wipro Technologies Bangalore | 1 | Orpiw Seigolonhcet Erolagnab |
| 4 | Wipro Technologies, Bangalore | 1 | Orpiw ,seigolonhceT Erolagnab |

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| Wipro Technologies Bangalore 0 | orpiW seigolonhceT erolagnaB |
| Wipro Technologies, Bangalore 0 | orpiW ,seigolonhceT erolagnaB |
| Wipro Technologies Bangalore 1 | Orpiw Seigolonhcet Erolagnab |
| Wipro Technologies, Bangalore 1 | Orpiw ,seigolonhceT Erolagnab |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3  4 ▼  5  6  7  8  9 ▼  10  11  12  13  14  15  16 ▼  17 | import java.util.\*;  public class SentenceReversal{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); String sentence=sc.nextLine(); int caseOption=sc.nextInt(); if(caseOption!=0 && caseOption!=1)  {  return;  }  String result=reverseWordWithCaseOption(sentence,caseOption); System.out.println(result);  }  public static String reverseWordWithCaseOption(String sentence,int caseOption)  { |
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|  |  |
| --- | --- |
| 18 | String[] words=sentence.split(" "); |
| 19 | StringBuilder result=new StringBuilder(); |
| 20 | for(String word : words) |
| 21 ▼ | { |
| 22 | StringBuilder reversedWord=new StringBuilder(); |
| 23 | StringBuilder tempWord=new StringBuilder(word).reverse(); |
| 24 | if(caseOption==0) |
| 25 ▼ | { |
| 26 | reversedWord.append(tempWord); |
| 27 | } |
| 28 | else |
| 29 ▼ | { |
| 30 | for(int i=0;i<word.length();i++) |
| 31 ▼ | { |
| 32 | char originalChar=word.charAt(i); |
| 33 | char reversedChar=tempWord.charAt(i); |
| 34 | if(Character.isUpperCase(originalChar)) |
| 35 ▼ | { |
| 36 | reversedWord.append(Character.toUpperCase(reversedChar)); |
| 37 | } |
| 38 | else if(Character.isLowerCase(originalChar)) |
| 39 ▼ | { |
| 40 | reversedWord.append(Character.toLowerCase(reversedChar)); |
| 41 | } |
| 42 | else |
| 43 ▼ | { |
| 44 | reversedWord.append(reversedChar); |
| 45 | } |
| 46 | } |
| 47 | } |
| 48 | result.append(reversedWord).append(" "); |
| 49 | } |
| 50 | return result.toString().trim(); |
| 51 | } |
| 52 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | Wipro Technologies Bangalore 0 | orpiW seigolonhceT erolagnaB | orpiW seigolonhceT erolagnaB |  |
|  | Wipro Technologies, Bangalore 0 | orpiW ,seigolonhceT erolagnaB | orpiW ,seigolonhceT erolagnaB |  |
|  | Wipro Technologies Bangalore 1 | Orpiw Seigolonhcet Erolagnab | Orpiw Seigolonhcet Erolagnab |  |
|  | Wipro Technologies, Bangalore 1 | Orpiw ,seigolonhceT Erolagnab | Orpiw ,seigolonhceT Erolagnab |  |

Passed all tests!
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You are provided with a string which has a sequence of 1’s and 0’s.

This sequence is the encoded version of a English word. You are supposed write a program to decode the provided string and find the original word.

Each alphabet is represented by a sequence of 0s. This is as mentioned below:

Z : 0

Y : 00

X : 000

W : 0000

V : 00000

U : 000000

T : 0000000

and so on upto A having 26 0’s (00000000000000000000000000).

The sequence of 0’s in the encoded form are separated by a single 1 which helps to distinguish between 2 letters. Example 1:

input1: 010010001

The decoded string (original word) will be: ZYX Example 2:

input1: 00001000000000000000000100000000000100000000010000000000001

The decoded string (original word) will be: WIPRO

Note: The decoded string must always be in UPPER case.

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 010010001 | ZYX |
| 00001000000000000000000100000000000100000000010000000000001 | WIPRO |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3  4 ▼  5  6  7  8  9 ▼  10  11 ▼  12  13  14 ▼  15  16  17  18  19  20  21  22 | import java.util.\*;  public class BinaryDecoder{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); String encoded=sc.nextLine();  String[] sequences= encoded.split("1"); StringBuilder decodedWord=new StringBuilder(); for(String seq:sequences){  if(!seq.isEmpty())  {  int letterPos=seq.length(); if(letterPos<=26)  {  char decodedChar=(char)('Z'-(letterPos-1)); decodedWord.append(decodedChar);  }  }  }  System.out.println(decodedWord.toString());  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 010010001 | ZYX | ZYX |  |
|  | 00001000000000000000000100000000000100000000010000000000001 | WIPRO | WIPRO |  |
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Given two char arrays input1[] and input2[] containing only lower case alphabets, extracts the alphabets which are present in both arrays (common alphabets).

Get the ASCII values of all the extracted alphabets.

Calculate sum of those ASCII values. Lets call it sum1 and calculate single digit sum of sum1, i.e., keep adding the digits of sum1 until you arrive at a single digit.

Return that single digit as output. Note:

1. Array size ranges from 1 to 10.
2. All the array elements are lower case alphabets.
3. Atleast one common alphabet will be found in the arrays. Example 1:

input1: {‘a’, ‘b’, ‘c’}

input2: {‘b’, ’c’} output: 8 Explanation:

‘b’ and ‘c’ are present in both the arrays. ASCII value of ‘b’ is 98 and ‘c’ is 99.

98 + 99 = 197

1 + 9 + 7 = 17

1 + 7 = 8

## For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 1. b c 2. c | 8 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.io.\*; |
| 2 | import java.util.\*; |
| 3 ▼ | public class commonAlphabets{ |
| 4 | public static void main(String[] args) |
| 5 ▼ | { |
| 6 | Scanner sc=new Scanner(System.in); |
| 7 | String input1=sc.nextLine().replace(" ,",""); |
| 8 | char[] array1=input1.toCharArray(); |
| 9 | String input2=sc.nextLine().replace(" ",""); |
| 10 | char[] array2=input2.toCharArray(); |
| 11 | int result=calculateSingleDigitSum(array1,array2); |
| 12 | System.out.println(result); |
| 13 |  |
| 14 | } |
| 15 | private static int calculateSingleDigitSum(char[] input1,char[] input2) |
| 16 ▼ | { |
| 17 | HashSet<Character> set1=new HashSet<>(); |
| 18 | for(char c : input1) |
| 19 ▼ | { |
| 20 | set1.add(c); |
| 21 | } |
| 22 | int sum1=0; |
| 23 | for(char c: input2) |
| 24 ▼ | { |
| 25 | if(set1.contains(c)) |
| 26 ▼ | { |
| 27 | sum1+=(int) c; |
| 28 | } |
| 29 | } |
| 30 | return getDigitalRoot(sum1); |

|  |  |
| --- | --- |
| 31 | } |
| 32 | private static int getDigitalRoot(int sum) |
| 33 ▼ | { |
| 34 | if(sum==0) |
| 35 ▼ | { |
| 36 | return 0; |
| 37 | } |
| 38 | else |
| 39 ▼ | { |
| 40 | return 1+ ((sum-1)%9); |
| 41 | } |
| 42 | } |
| 43 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 1. b c 2. c | 8 | 8 |  |
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[◄ Lab-12-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=272&forceview=1)

Jump to...

[Identify possible words ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=274&forceview=1)